**Design Document for merging the data and renaming the columns**

**-----------Red color represents (code)  
-----------white and blue are headings**

**Setup datasets and load data into an SQL server**

To minimize processing costs, we will use SQL to for initial data dimensionality reduction. This is more cost-effective since the processing will be done in storage (cheap) instead of memory (expensive!). This will also minimize process interuptions from kernel shutdowns due to insufficient resources.

**Target variables standardized data set format¶**

We need an ability to query persons that have each of the predictors in the coeffiecients file.

The dataset should have the following columns:

.person\_id - unique person\_id

.concept\_code - the code in the coefficient file

.standard\_vocabulary - the vocabulary concept code for the predictor inside of All of Us (if any) or code type of the created feature

.standard\_concept\_code - the concept code for the predictor inside of All of Us (if any) or code of the created feature

.standard\_concept\_name - the name for the predictor inside of All of Us (if any) or name of the created feature The dataset will be formed from the following dataframes:

.target\_dx\_condition\_df

.target\_dx\_observation\_df

.target\_dx\_procedure\_df

.target\_dx\_measurement\_df

.target\_px\_df

.target\_rx\_df

.demographics\_df

.ad\_history\_df

The resulting table will be called targets\_df and will be stored in a csv file for further processing

**Initialize targets\_df**

In [1]:

**import** pandas **as** pd

targets\_df **=** pd**.**DataFrame(columns**=**['person\_id',

'concept\_code',

'standard\_vocabulary',

'standard\_concept\_code',

'standard\_concept\_name'])

**target diagnoses**

**Read data**

In [2]:

demographics\_df **=** pd**.**read\_csv("./data/demographics\_df.csv")

target\_dx\_condition\_df **=** pd**.**read\_csv('./data/target\_dx\_condition\_df.csv', low\_memory**=False**)

target\_dx\_observation\_df **=** pd**.**read\_csv('./data/target\_dx\_observation\_df.csv', low\_memory**=False**)

target\_dx\_procedure\_df **=** pd**.**read\_csv('./data/target\_dx\_procedure\_df.csv', low\_memory**=False**)

target\_dx\_measurement\_df **=** pd**.**read\_csv('./data/target\_dx\_measurement\_df.csv', low\_memory**=False**)

target\_px\_df **=** pd**.**read\_csv("./data/target\_px\_df.csv", low\_memory**=False**)

all\_medications\_df **=** pd**.**read\_csv("./data/all\_medications\_grouped\_df.csv")

**import** pandas **as** pd

**Define function to structure diagnoses table**

Name: structure\_diagnoses\_table

Input parameters:

* df - dataframe to be structured

Return:

* structured dataframe

Processing:

* retain only rows where source\_vocabulary is 'ICD9CM'
* remove duplicates based on person\_id, and standard\_concept\_code
* retain only the following columns in this order: 'person\_id', 'source\_concept\_code', 'standard\_vocabulary', 'standard\_concept\_code', 'standard\_concept\_name'
* rename column source\_concept\_code to concept\_code
* convert values in concept\_code column to reflect the strata codes in the coefficient file by removing the period and adding a prefix: "dx:ICD9:"
* return the structured dataframe
* **def** structure\_diagnoses\_table(df):
* filtered\_df **=** df**.**copy()
* filtered\_df **=** filtered\_df[filtered\_df['source\_vocabulary'] **==** 'ICD9CM']
* filtered\_df **=** filtered\_df**.**drop\_duplicates(subset**=**['person\_id', 'standard\_concept\_code'])
* filtered\_df **=** filtered\_df[['person\_id',
* 'source\_concept\_code',
* 'standard\_vocabulary',
* 'standard\_concept\_code',
* 'standard\_concept\_name']]
* filtered\_df **=** filtered\_df**.**rename(columns**=**{'source\_concept\_code': 'concept\_code'})
* filtered\_df['concept\_code'] **=** (
* filtered\_df['concept\_code']
* **.**astype(str) *# Convert to string*
* **.**str**.**replace('.', '') *# Remove periods*
* **.**apply(**lambda** x: f"dx\_ICD9\_{x}") *# Add prefix*
* )
* **return** filtered\_df

**process data**

In [5]:

dx\_datasets **=** [

target\_dx\_condition\_df,

target\_dx\_observation\_df,

target\_dx\_procedure\_df,

target\_dx\_measurement\_df,

]

*# for each diagnoses dataset, structure the table and append to targets\_df*

**from** tqdm **import** tqdm *# for the status bar (there are some impatient analysts out there)*

*# initialize the status bar*

**with** tqdm(total**=**len(dx\_datasets), desc**=**'Processing Target Diagnoses') **as** pbar:

**for** dx\_dataset **in** dx\_datasets:

filtered\_df **=** structure\_diagnoses\_table(dx\_dataset)

targets\_df **=** pd**.**concat([targets\_df, filtered\_df], ignore\_index**=True**)

pbar**.**update(1)

targets\_df

**(procedures)**

In [13]:

**import** pandas **as** pd

target\_px\_df **=** pd**.**read\_csv("./data/target\_px\_df.csv", low\_memory**=False**)

**Define function to structure procedures table**

Name: structure\_procedures\_table

Input parameters:

* df - dataframe to be structured

Return:

* structured dataframe

Processing:

* retain only rows where source\_vocabulary is 'CPT4'
* remove rows where standard\_vocabulary is 'Visit'
* remove duplicates based on person\_id, and standard\_concept\_code
* retain only the following columns in this order: 'person\_id', 'source\_concept\_code', 'standard\_vocabulary', 'standard\_concept\_code', 'standard\_concept\_name'
* rename column source\_concept\_code to concept\_code
* convert values in concept\_code column to reflect the strata codes in the coefficient file by adding a prefix: "px:CPT4:"
* return the structured dataframe

**def** structure\_procedures\_table(df):

filtered\_df **=** df**.**copy()

filtered\_df **=** filtered\_df[filtered\_df['source\_vocabulary'] **==** 'CPT4']

filtered\_df **=** filtered\_df[filtered\_df['standard\_vocabulary'] **!=** 'Visit']

filtered\_df **=** filtered\_df**.**drop\_duplicates(subset**=**['person\_id', 'standard\_concept\_code'])

filtered\_df **=** filtered\_df[['person\_id',

'source\_concept\_code',

'standard\_vocabulary',

'standard\_concept\_code',

'standard\_concept\_name']]

filtered\_df **=** filtered\_df**.**rename(columns**=**{'source\_concept\_code': 'concept\_code'})

filtered\_df['concept\_code'] **=** (

filtered\_df['concept\_code']

**.**astype(str) *# Convert to string*

**.**apply(**lambda** x: f"px\_CPT4\_{x}") *# Add prefix*

)

**return** filtered\_df

filtered\_df **=** structure\_procedures\_table(target\_px\_df)

targets\_df **=** pd**.**concat([targets\_df, filtered\_df], ignore\_index**=True**)

targets\_df

**target\_rx (medications)**

In [18]:

**import** pandas **as** pd

all\_medications\_grouped\_df **=** pd**.**read\_csv('./data/all\_medications\_grouped\_df.csv', low\_memory**=False**)

**Define function to structure all medications table**

Name: structure\_all\_medications\_table

Input parameters:

df - dataframe to be structured

Return:

structured dataframe

Processing:

remove duplicates based on person\_id, and ingredient\_list

retain only the following columns in this order: 'person\_id', 'standard\_vocabulary', 'ingredient\_list', 'ingredient\_name\_list'

rename column ingredient\_list to standard\_concept\_code

rename column ingredient\_name\_list to standard\_concept\_name

create column concept\_code with value equal to rx\_standard\_vocabulary\_standard\_concept\_code

return the structured dataframe

**def** structure\_medications\_table(df):

filtered\_df **=** df**.**copy()

filtered\_df **=** filtered\_df[filtered\_df['gen\_code']**.**notna()]

filtered\_df **=** filtered\_df[['person\_id',

'gen\_code',

'standard\_vocabulary',

'ingredient\_list',

'ingredient\_name\_list']]

filtered\_df **=** filtered\_df**.**drop\_duplicates(subset**=**['person\_id', 'gen\_code'])

filtered\_df **=** filtered\_df**.**rename(columns**=**{

'gen\_code' : 'concept\_code',

'ingredient\_list' : 'standard\_concept\_code',

'ingredient\_name\_list' : 'standard\_concept\_name'

})

filtered\_df['concept\_code'] **=** (

filtered\_df['concept\_code']

**.**astype(str) *# Convert to string*

**.**apply(**lambda** x: f"rx\_GEN\_{x}") *# Add prefix*

)

**return** filtered\_df

**process data**

In [20]:

filtered\_df **=** structure\_medications\_table(all\_medications\_grouped\_df)

targets\_df **=** pd**.**concat([targets\_df, filtered\_df], ignore\_index**=True**)

targets\_df

**demographics\_df(female at birth)**

In [23]:

*#read data*

**import** pandas **as** pd

demographics\_df **=** pd**.**read\_csv("./data/demographics\_df.csv")

**Define function to structure females table**

Name: structure\_females\_table

Input parameters:

* df - dataframe to be structured

Return:

* structured dataframe

Processing:

* retain only rows where sex\_at\_birth is 'Female'
* remove duplicates based on person\_id, and sex\_at\_birth
* retain only the following columns in this order: 'person\_id', 'sex\_at\_birth'
* rename column sex\_at\_birth to concept\_code
* initialize standard\_vocabulary column to 'dem' to reflect coefficient file
* initialize standard\_concept\_code and standard\_concept\_name columns to the value of the concept\_code column
* Convert concept\_code to strata codes from the coefficient file by changing all values to 'aa:dem:gender\_F'
* return the structured dataframe
* **def** structure\_females\_table(df):
* filtered\_df **=** df**.**copy()
* filtered\_df **=** filtered\_df[filtered\_df['sex\_at\_birth'] **==** 'Female']
* filtered\_df **=** filtered\_df**.**drop\_duplicates(subset**=**['person\_id', 'sex\_at\_birth'])
* filtered\_df **=** filtered\_df[['person\_id',
* 'sex\_at\_birth']]
* filtered\_df **=** filtered\_df**.**rename(columns**=**{'sex\_at\_birth': 'concept\_code'})
* filtered\_df['standard\_vocabulary'] **=** 'dem'
* filtered\_df['standard\_concept\_code'] **=** filtered\_df['concept\_code']
* filtered\_df['standard\_concept\_name'] **=** filtered\_df['concept\_code']
* filtered\_df['concept\_code'] **=** 'aa\_dem\_gender\_F'
* **return** filtered\_df

**process data**

In [25]:

filtered\_df **=** structure\_females\_table(demographics\_df)

In [26]:

targets\_df **=** pd**.**concat([targets\_df, filtered\_df], ignore\_index**=True**)

In [27]:

targets\_df

**ad\_history (antidepressant history)**

In [28]:

**import** pandas **as** pd

ad\_history\_df **=** pd**.**read\_csv("./data/ad\_history\_df.csv")

**Read code text definitions file**

This file maps the concept\_codes for antidepressant history and their corresponding text definitions. Download the file through this URL:

<https://gmuedu-my.sharepoint.com/:x:/r/personal/klybarge_gmu_edu/Documents/Research/PCORI%20AD/Documentation%20Regression%20Models/Files%20for%20upload%20to%20notebook/data/antidepressant_range_definitions.csv?d=wd14359db516b4f4b9e557960b6ebbe85&csf=1&web=1&e=xrhI7Y>

Upload the file in the 'data' folder with file name: antidepressant\_range\_definitions.csv

**import** pandas **as** pd

ad\_code\_names\_df **=** pd**.**read\_csv("./data/antidepressant\_range\_definitions.csv")

**Define function to structure ranges in the antidepressant history**

Name: structure\_ad\_ranges\_table

Input parameters:

* df - dataframe to be structured
* range\_column - column name for the range to be structured
* range\_to\_retain - list of ranges to retain
* ctype - ctype in the coefficients file

Return:

* structured dataframe

Processing:

* retain only rows where the values of range\_column in the range\_list
* retain only the following columns in this order: 'person\_id', range\_column
* remove duplicates based on person\_id, and range\_column
* rename column range\_column to concept\_code
* create standard\_vocabulary column with value as ctype
* create standard\_concept\_code column with value equal to the concept\_code column
* create standard\_concept\_name column by left joining with ad\_code\_names\_df on concept\_code
* convert values in concept\_code column to reflect the strata codes in the coefficient file by adding a prefix: "aa:ctype:"
* return the structured dataframe

**def** structure\_ad\_ranges\_table(df, range\_column, range\_to\_retain, ctype):

filtered\_df **=** df**.**copy()

filtered\_df **=** filtered\_df[filtered\_df[range\_column]**.**isin(range\_to\_retain)]

filtered\_df **=** filtered\_df[['person\_id', range\_column]]

filtered\_df **=** filtered\_df**.**drop\_duplicates(subset**=**['person\_id', range\_column])

filtered\_df **=** filtered\_df**.**rename(columns**=**{range\_column: 'concept\_code'})

filtered\_df['standard\_vocabulary'] **=** ctype

filtered\_df['standard\_concept\_code'] **=** filtered\_df['concept\_code']

filtered\_df **=** pd**.**merge(filtered\_df, ad\_code\_names\_df, on**=**'concept\_code', how**=**'left')

filtered\_df['concept\_code'] **=** (

filtered\_df['concept\_code']

**.**astype(str) *# Convert to string*

**.**apply(**lambda** x: f"aa\_{ctype}\_{x}") *# Add prefix*

)

**return** filtered\_df

**Define function to structure response history in the antidepressant history**

Name: structure\_ad\_hist\_table

Input parameters:

* df - dataframe to be structured
* hist\_type - history type being processed (SN, SR, DN, DR)
* ctype - ctype in the coefficients file

Return:

* structured dataframe

Processing:

* retain only rows where the values of hist\_type column is 1
* create concept\_code column by appending the lowercase of the value of the ad\_grouping column with :hist\_type for example amitrityline:SN
* retain only the following columns in this order: 'person\_id', 'concept\_code'
* remove duplicates based on person\_id, and concept\_code
* create standard\_vocabulary column with value as ctype
* create standard\_concept\_code column with value equal to the concept\_code column
* create standard\_concept\_name column by left joining with ad\_code\_names\_df on concept\_code
* convert values in concept\_code column to reflect the strata codes in the coefficient file by adding a prefix: "aa:ctype:"
* return the structured dataframe

**def** structure\_ad\_hist\_table(df, hist\_type, ctype):

filtered\_df **=** df**.**copy()

filtered\_df **=** filtered\_df[filtered\_df[hist\_type] **==** 1]

filtered\_df['concept\_code'] **=** filtered\_df['ad\_grouping']**.**str**.**lower() **+** f'\_{hist\_type}'

filtered\_df **=** filtered\_df[['person\_id', 'concept\_code']]

filtered\_df **=** filtered\_df**.**drop\_duplicates(subset**=**['person\_id', 'concept\_code'])

filtered\_df['standard\_vocabulary'] **=** ctype

filtered\_df['standard\_concept\_code'] **=** filtered\_df['concept\_code']

filtered\_df **=** pd**.**merge(filtered\_df, ad\_code\_names\_df, on**=**'concept\_code', how**=**'left')

filtered\_df['concept\_code'] **=** (

filtered\_df['concept\_code']

**.**astype(str) *# Convert to string*

**.**apply(**lambda** x: f"aa\_{ctype}\_{x}") *# Add prefix*

)

**return** filtered\_df

**process data**

.Define function to structure remission antidepressant history

Name: structure\_remission\_table

Input parameters:

df - dataframe to be structured

ctype - ctype in the coefficients file

Return:

structured dataframe Processing:

retain only rows where the values of Remission column is 1

create concept\_code column by appending the lowercase of the value of the ad\_grouping column with \_rem for example amitriptyline\_rem

retain only the following columns in this order: 'person\_id', 'concept\_code'

remove duplicates based on person\_id, and concept\_code

create standard\_vocabulary column with value as ctype

create standard\_concept\_code column with value equal to the concept\_code column

create standard\_concept\_name column by left joining with ad\_code\_names\_df on concept\_code

convert values in concept\_code column to reflect the strata codes in the coefficient file by adding a prefix: "aa\_ctype:" return the structured dataframe

**def** structure\_remission\_table(df, ctype):

filtered\_df **=** df**.**copy()

filtered\_df **=** filtered\_df[filtered\_df['Remission'] **==** 1]

filtered\_df['concept\_code'] **=** filtered\_df['ad\_grouping']**.**str**.**lower() **+** '\_rem'

filtered\_df **=** filtered\_df[['person\_id', 'concept\_code']]

filtered\_df **=** filtered\_df**.**drop\_duplicates(subset**=**['person\_id', 'concept\_code'])

filtered\_df['standard\_vocabulary'] **=** ctype

filtered\_df['standard\_concept\_code'] **=** filtered\_df['concept\_code']

filtered\_df **=** pd**.**merge(filtered\_df, ad\_code\_names\_df, on**=**'concept\_code', how**=**'left')

filtered\_df['concept\_code'] **=** (

filtered\_df['concept\_code']

**.**astype(str) *# Convert to string*

**.**apply(**lambda** x: f"aa\_{ctype}\_{x}") *# Add prefix*

)

**return** filtered\_df

**Process data**

age range

Target age ranges are:

ager\_1319

ager\_2040

ager\_6579

ager\_8089

range\_column **=** 'age\_range'

range\_to\_retain **=** [

'ager\_1319',

'ager\_2040',

'ager\_6579',

'ager\_8089'

]

ctype **=** 'dem'

filtered\_df **=** structure\_ad\_ranges\_table(ad\_history\_df, range\_column, range\_to\_retain, ctype)

targets\_df **=** pd**.**concat([targets\_df, filtered\_df], ignore\_index**=True**)

targets\_df

**episodes range**

Target episode ranges are:

* epi\_2p
* range\_column **=** 'episodes\_range'
* range\_to\_retain **=** [
* 'epi\_2p'
* ]
* ctype **=** 'meas'
* filtered\_df **=** structure\_ad\_ranges\_table(ad\_history\_df, range\_column, range\_to\_retain, ctype)

targets\_df **=** pd**.**concat([targets\_df, filtered\_df], ignore\_index**=True**)

**remissions range**

Target remission ranges are:

* rem\_2p
* range\_column **=** 'remissions\_range'
* range\_to\_retain **=** [
* 'rem\_2p'
* ]
* ctype **=** 'meas'
* filtered\_df **=** structure\_ad\_ranges\_table(ad\_history\_df, range\_column, range\_to\_retain, ctype)
* targets\_df **=** pd**.**concat([targets\_df, filtered\_df], ignore\_index**=True**)

targets\_df

**antidepressants range**

Target antidepressants number range:

* adep\_23
* adep\_4p
* range\_column **=** 'antidepressants\_range'
* range\_to\_retain **=** [
* 'adep\_23',
* 'adep\_4p'
* ]
* ctype **=** 'meas'
* filtered\_df **=** structure\_ad\_ranges\_table(ad\_history\_df, range\_column, range\_to\_retain, ctype)

targets\_df **=** pd**.**concat([targets\_df, filtered\_df], ignore\_index**=True**)

targets\_df

**antidepressant response history (SN, SR, DN, DR)**

Need to be verbose about SR, SN, DR, and DN. It should be antidepressant:SR, antidepressant:SN, antidepressant:DR, antidepressant:DN (ex. amitriptyline:SR

**from** tqdm **import** tqdm *# for the status bar (there are some impatient analysts out there)*

ctype **=** 'meas'

hist\_types **=** [

'SR',

'SN',

'DR',

'DN'

]

*# for each history type, structure the table and append to targets\_df*

*# initialize the status bar*

**with** tqdm(total**=**len(hist\_types), desc**=**'Processing Antidepressant Response History') **as** pbar:

**for** hist\_type **in** hist\_types:

filtered\_df **=** structure\_ad\_hist\_table(ad\_history\_df, hist\_type, ctype)

targets\_df **=** pd**.**concat([targets\_df, filtered\_df], ignore\_index**=True**)

pbar**.**update(1)

targets\_df

**antidepressant remission**

In [47]:

ctype **=** 'meas'

filtered\_df **=** structure\_remission\_table(ad\_history\_df, ctype)

targets\_df **=** pd**.**concat([targets\_df, filtered\_df], ignore\_index**=True**)

targets\_df

**Save results in a csv file**

This step ensures that succeeding steps can proceed without re-running data processing of cohort containing target variables.

In [50]:

targets\_df**.**to\_csv('./data/targets\_df.csv', index**=False**)

**Independent variables standardize data set format**

We need an ability to query all medical events of a given person. This will be needed for likehood ratio calculations for feature selection of the predictors of predictors.

The dataset should have the following columns:

.person\_id - unique person\_id

.concept\_code - the code that will be included in the coefficient file

.standard\_vocabulary - the vocabulary concept code for the predictor inside of All of Us (if any) or code type of the created feature

.standard\_concept\_code - the concept code for the medical event inside of All of Us (if any) or code of the created feature

.standard\_concept\_name - the name for the medical event inside of All of Us (if any) or name of the created feature

The dataset will be formed from the following dataframes:

.demographics\_df

.ad\_history\_df

.all\_diseases\_df

.all\_procedures\_df

.all\_medications\_df

The resulting table will be called medical\_events\_df and will be stored in a csv file for further processing

In [ ]:

**Initialize medical\_events\_df**

In [1]:

**import** pandas **as** pd

medical\_events\_df **=** pd**.**DataFrame(columns**=**['person\_id',

'concept\_code',

'standard\_vocabulary',

'standard\_concept\_code',

'standard\_concept\_name'])

**demographic\_df (female at birth)**

In [2]:

**import** pandas **as** pd

demographics\_df **=** pd**.**read\_csv("./data/demographics\_df.csv")

**Define function to structure females table**

Name: structure\_females\_table

Input parameters:

* df - dataframe to be structured

Return:

* structured dataframe

Processing:

* retain only rows where sex\_at\_birth is 'Female'
* remove duplicates based on person\_id, and sex\_at\_birth
* retain only the following columns in this order: 'person\_id', 'sex\_at\_birth'
* rename column sex\_at\_birth to concept\_code
* initialize standard\_vocabulary column to 'dem' to reflect coefficient file
* initialize standard\_concept\_code and standard\_concept\_name columns to the value of the concept\_code column
* Convert concept\_code to strata codes from the coefficient file by changing all values to 'aa:dem:gender\_F'
* return the structured dataframe
* **def** structure\_females\_table(df):
* filtered\_df **=** df**.**copy()
* filtered\_df **=** filtered\_df[filtered\_df['sex\_at\_birth'] **==** 'Female']
* filtered\_df **=** filtered\_df**.**drop\_duplicates(subset**=**['person\_id', 'sex\_at\_birth'])
* filtered\_df **=** filtered\_df[['person\_id',
* 'sex\_at\_birth']]
* filtered\_df **=** filtered\_df**.**rename(columns**=**{'sex\_at\_birth': 'concept\_code'})
* filtered\_df['standard\_vocabulary'] **=** 'dem'
* filtered\_df['standard\_concept\_code'] **=** filtered\_df['concept\_code']
* filtered\_df['standard\_concept\_name'] **=** filtered\_df['concept\_code']
* filtered\_df['concept\_code'] **=** 'aa\_dem\_gender\_F'
* **return** filtered\_df

**Process data**

In [4]:

filtered\_df **=** structure\_females\_table(demographics\_df)

In [5]:

medical\_events\_df **=** pd**.**concat([medical\_events\_df, filtered\_df], ignore\_index**=True**)

In [6]:

medical\_events\_df

**all\_diseases\_df (conditions / diseases)**

In [7]:

**import** pandas **as** pd

all\_conditions\_df **=** pd**.**read\_csv('./data/all\_conditions\_df.csv', low\_memory**=False**)

**Define function to structure all diagnoses table**

Name: structure\_all\_diagnoses\_table

Input parameters:

* df - dataframe to be structured

Return:

* structured dataframe

Processing:

* remove duplicates based on person\_id, and standard\_concept\_code
* retain only the following columns in this order: 'person\_id', 'standard\_vocabulary', 'standard\_concept\_code', 'standard\_concept\_name'
* create column concept\_code with value equal to dx:standard\_vocabulary:standard\_concept\_code
* return the structured dataframe
* **def** structure\_all\_diagnoses\_table(df):
* filtered\_df **=** df**.**copy()
* filtered\_df **=** filtered\_df**.**drop\_duplicates(subset**=**['person\_id', 'standard\_concept\_code'])
* filtered\_df **=** filtered\_df[['person\_id',
* 'standard\_vocabulary',
* 'standard\_concept\_code',
* 'standard\_concept\_name']]
* filtered\_df['concept\_code'] **=** (
* 'dx\_' **+**
* filtered\_df['standard\_vocabulary']**.**astype(str) **+**
* '\_' **+**
* filtered\_df['standard\_concept\_code']**.**astype(str)
* )
* **return** filtered\_df

**Process data**

In [9]:

filtered\_df **=** structure\_all\_diagnoses\_table(all\_conditions\_df)

In [10]:

medical\_events\_df **=** pd**.**concat([medical\_events\_df, filtered\_df], ignore\_index**=True**)

In [11]:

medical\_events\_df

**all\_procedures (procedures)**

In [12]:

**import** pandas **as** pd

all\_procedures\_df **=** pd**.**read\_csv('./data/all\_procedures\_df.csv', low\_memory**=False**)

**Define function to structure all procedures table**

Name: structure\_all\_procedures\_table

Input parameters:

* df - dataframe to be structured

Return:

* structured dataframe

Processing:

* retain only rows where standard\_vocabulary is 'CPT4' and 'SNOMED'
* remove duplicates based on person\_id, standard\_vocabulary, and standard\_concept\_code
* retain only the following columns in this order: 'person\_id', 'standard\_vocabulary', 'standard\_concept\_code', 'standard\_concept\_name'
* create column concept\_code with value equal to px:standard\_vocabulary:standard\_concept\_code
* return the structured dataframe

**def** structure\_all\_procedures\_table(df):

filtered\_df **=** df**.**copy()

filtered\_df **=** filtered\_df[

(filtered\_df['standard\_vocabulary'] **==** 'CPT4') **|**

(filtered\_df['standard\_vocabulary'] **==** 'SNOMED')

]

filtered\_df **=** filtered\_df**.**drop\_duplicates(subset**=**['person\_id', 'standard\_vocabulary', 'standard\_concept\_code'])

filtered\_df **=** filtered\_df[['person\_id',

'standard\_vocabulary',

'standard\_concept\_code',

'standard\_concept\_name']]

filtered\_df['concept\_code'] **=** (

'px\_' **+**

filtered\_df['standard\_vocabulary']**.**astype(str) **+**

'\_' **+**

filtered\_df['standard\_concept\_code']**.**astype(str)

)

**return** filtered\_df

**Process data**

In [14]:

filtered\_df **=** structure\_all\_procedures\_table(all\_procedures\_df)

In [15]:

medical\_events\_df **=** pd**.**concat([medical\_events\_df, filtered\_df], ignore\_index**=True**)

In [16]:

medical\_events\_df

**all\_medications (medications)**

In [17]:

**import** pandas **as** pd

all\_medications\_grouped\_df **=** pd**.**read\_csv('./data/all\_medications\_grouped\_df.csv', low\_memory**=False**)

**Define function to structure all medications table**

Name: structure\_all\_medications\_table

Input parameters:

df - dataframe to be structured Return:

structured dataframe Processing:

remove duplicates based on person\_id, and ingredient\_list retain only the following columns in this order: 'person\_id', 'standard\_vocabulary', 'ingredient\_list', 'ingredient\_name\_list' rename column ingredient\_list to standard\_concept\_code rename column ingredient\_name\_list to standard\_concept\_name create column concept\_code with value equal to rx\_standard\_vocabulary\_standard\_concept\_code return the structured dataframe

In [18]:

**def** structure\_all\_medications\_table(df):

filtered\_df **=** df**.**copy()

filtered\_df **=** filtered\_df**.**drop\_duplicates(subset**=**['person\_id', 'ingredient\_list'])

filtered\_df **=** filtered\_df[['person\_id',

'standard\_vocabulary',

'ingredient\_list',

'ingredient\_name\_list']]

filtered\_df **=** filtered\_df**.**rename(columns**=**{

'ingredient\_list' : 'standard\_concept\_code',

'ingredient\_name\_list' : 'standard\_concept\_name'

})

filtered\_df['concept\_code'] **=** (

'rx\_' **+**

filtered\_df['standard\_vocabulary']**.**astype(str) **+**

'\_' **+**

filtered\_df['standard\_concept\_code']**.**astype(str)

)

**return** filtered\_df

In [19]:

filtered\_df **=** structure\_all\_medications\_table(all\_medications\_grouped\_df)

In [20]:

medical\_events\_df **=** pd**.**concat([medical\_events\_df, filtered\_df], ignore\_index**=True**)

In [21]:

medical\_events\_df

**ad\_history\_df (antidepressant history)**

In [22]:

**import** pandas **as** pd

ad\_history\_df **=** pd**.**read\_csv("./data/ad\_history\_df.csv")

In [23]:

ad\_history\_df**.**shape[0]

**Read code text definitions file**

This file maps the concept\_codes for antidepressant history and their corresponding text definitions. Download the file through this URL: <https://gmuedu-my.sharepoint.com/:x:/r/personal/klybarge_gmu_edu/Documents/Research/PCORI%20AD/Documentation%20Regression%20Models/Files%20for%20upload%20to%20notebook/data/antidepressant_range_definitions.csv?d=wd14359db516b4f4b9e557960b6ebbe85&csf=1&web=1&e=xrhI7Y>

Upload the file in the 'data' folder with file name: antidepressant\_range\_definitions.csv

**import** pandas **as** pd

ad\_code\_names\_df **=** pd**.**read\_csv("./data/antidepressant\_range\_definitions.csv")

**Define function to structure ranges in the antidepressant history**

Name: structure\_all\_ad\_ranges\_table

Input parameters:

* df - dataframe to be structured
* range\_column - column name for the range to be structured
* range\_to\_retain - list of ranges to retain
* ctype - ctype in the coefficients file

Return:

* structured dataframe

Processing:

* retain only rows where the values of range\_column in the range\_list
* retain only the following columns in this order: 'person\_id', range\_column
* remove duplicates based on person\_id, and range\_column
* rename column range\_column to concept\_code
* create standard\_vocabulary column with value as ctype
* create standard\_concept\_code column with value equal to the concept\_code column
* create standard\_concept\_name column by left joining with ad\_code\_names\_df on concept\_code
* convert values in concept\_code column to reflect the strata codes in the coefficient file by adding a prefix: "aa:ctype:"
* return the structured dataframe
* **def** structure\_all\_ad\_ranges\_table(df, range\_column, range\_to\_retain, ctype):
* filtered\_df **=** df**.**copy()
* filtered\_df **=** filtered\_df[filtered\_df[range\_column]**.**isin(range\_to\_retain)]
* filtered\_df **=** filtered\_df[['person\_id', range\_column]]
* filtered\_df **=** filtered\_df**.**drop\_duplicates(subset**=**['person\_id', range\_column])
* filtered\_df **=** filtered\_df**.**rename(columns**=**{range\_column: 'concept\_code'})
* filtered\_df['standard\_vocabulary'] **=** ctype
* filtered\_df['standard\_concept\_code'] **=** filtered\_df['concept\_code']
* filtered\_df **=** pd**.**merge(filtered\_df, ad\_code\_names\_df, on**=**'concept\_code', how**=**'left')
* filtered\_df['concept\_code'] **=** (
* filtered\_df['concept\_code']
* **.**astype(str) *# Convert to string*
* **.**apply(**lambda** x: f"aa\_{ctype}\_{x}") *# Add prefix*
* )
* **return** filtered\_df

**Define function to structure response history in the antidepressant history**

Name: structure\_ad\_hist\_table

Input parameters:

* df - dataframe to be structured
* hist\_type - history type being processed (SN, SR, DN, DR)
* ctype - ctype in the coefficients file

Return:

* structured dataframe

Processing:

* retain only rows where the values of hist\_type column is 1
* create concept\_code column by appending the lowercase of the value of the ad\_grouping column with :hist\_type for example amitrityline:SN
* retain only the following columns in this order: 'person\_id', 'concept\_code'
* remove duplicates based on person\_id, and concept\_code
* create standard\_vocabulary column with value as ctype
* create standard\_concept\_code column with value equal to the concept\_code column
* create standard\_concept\_name column by left joining with ad\_code\_names\_df on concept\_code
* convert values in concept\_code column to reflect the strata codes in the coefficient file by adding a prefix: "aa:ctype:"
* return the structured dataframe

**def** structure\_all\_ad\_hist\_table(df, hist\_type, ctype):

filtered\_df **=** df**.**copy()

filtered\_df **=** filtered\_df[filtered\_df[hist\_type] **==** 1]

filtered\_df['concept\_code'] **=** filtered\_df['ad\_grouping']**.**str**.**lower() **+** f'\_{hist\_type}'

filtered\_df **=** filtered\_df[['person\_id', 'concept\_code']]

filtered\_df **=** filtered\_df**.**drop\_duplicates(subset**=**['person\_id', 'concept\_code'])

filtered\_df['standard\_vocabulary'] **=** ctype

filtered\_df['standard\_concept\_code'] **=** filtered\_df['concept\_code']

filtered\_df **=** pd**.**merge(filtered\_df, ad\_code\_names\_df, on**=**'concept\_code', how**=**'left')

filtered\_df['concept\_code'] **=** (

filtered\_df['concept\_code']

**.**astype(str) *# Convert to string*

**.**apply(**lambda** x: f"aa\_{ctype}\_{x}") *# Add prefix*

)

**return** filtered\_df

**process data**

**Age range**

Age ranges to retain will be as follows:

* 13 to 19 (ager\_1319)
* 20 to 40 (ager\_2040)
* 41 to 64 (ager\_4164)
* 65 to 79 (ager\_6579)
* 80 to 89 (ager\_8089)

Remove the following age range:

* 0 to 12 (ager\_0012) - the study does not include children and All of Us does not include them anyway
* range\_column **=** 'age\_range'
* range\_to\_retain **=** [
* 'ager\_1319',
* 'ager\_2040',
* 'ager\_4164',
* 'ager\_6579',
* 'ager\_8089'
* ]
* ctype **=** 'dem'
* filtered\_df **=** structure\_all\_ad\_ranges\_table(ad\_history\_df, range\_column, range\_to\_retain, ctype)
* medical\_events\_df **=** pd**.**concat([medical\_events\_df, filtered\_df], ignore\_index**=True**)
* medical\_events\_df

**episodes range**

Target episode ranges are:

* epi\_01
* epi\_2p

range\_column **=** 'episodes\_range'

range\_to\_retain **=** [

'epi\_01',

'epi\_2p'

]

ctype **=** 'meas'

filtered\_df **=** structure\_all\_ad\_ranges\_table(ad\_history\_df, range\_column, range\_to\_retain, ctype)

In [31]:

medical\_events\_df **=** pd**.**concat([medical\_events\_df, filtered\_df], ignore\_index**=True**)

In [32]:

medical\_events\_df

**remissions range**

Target remission ranges are:

* rem\_01
* rem\_2p

range\_column **=** 'remissions\_range'

range\_to\_retain **=** [

'rem\_01',

'rem\_2p'

]

ctype **=** 'meas'

filtered\_df **=** structure\_all\_ad\_ranges\_table(ad\_history\_df, range\_column, range\_to\_retain, ctype)

medical\_events\_df **=** pd**.**concat([medical\_events\_df, filtered\_df], ignore\_index**=True**)

medical\_events\_df

**antidepressants range**

Target antidepressants number range:

* adep\_01
* adep\_23
* adep\_4p

range\_column **=** 'antidepressants\_range'

range\_to\_retain **=** [

'adep\_01',

'adep\_23',

'adep\_4p'

]

ctype **=** 'meas'

filtered\_df **=** structure\_all\_ad\_ranges\_table(ad\_history\_df, range\_column, range\_to\_retain, ctype)

medical\_events\_df **=** pd**.**concat([medical\_events\_df, filtered\_df], ignore\_index**=True**)

medical\_events\_df

**antidepressant response history (SN, SR, DN, DR)**

Need to be verbose about SR, SN, DR, and DN. It should be antidepressant:SR, antidepressant:SN, antidepressant:DR, antidepressant:DN (ex. amitriptyline:SR)antidepressant response history (SN, SR, DN, DR)

**from** tqdm **import** tqdm *# for the status bar (there are some impatient analysts out there)*

ctype **=** 'meas'

hist\_types **=** [

'SR',

'SN',

'DR',

'DN'

]

*# for each history type, structure the table and append to targets\_df*

*# initialize the status bar*

**with** tqdm(total**=**len(hist\_types), desc**=**'Processing Antidepressant Response History') **as** pbar:

**for** hist\_type **in** hist\_types:

filtered\_df **=** structure\_all\_ad\_hist\_table(ad\_history\_df, hist\_type, ctype)

medical\_events\_df **=** pd**.**concat([medical\_events\_df, filtered\_df], ignore\_index**=True**)

pbar**.**update(1)

medical\_events\_df

**Save results in a csv file**

This step ensures that succeeding steps can proceed without re-running data processing of medical events.

In [41]:

medical\_events\_df**.**to\_csv('./data/medical\_events\_df.csv', index**=False**)

# New Notebook –create a new notebook name it as : Ex: Keerti Likelihood ratio notebook and start from the given code below

# This is important because in order to calculate likelihood ratios it may take 60 hours for all the targets so again we will be using notebook\_to\_run ( notebook used to run codes in background used earlier in creating antidepressant data).

**Load data sets to SQL Server**

**Read datasets for loading**

In [42]:

**import** pandas **as** pd

targets\_df **=** pd**.**read\_csv('./data/targets\_df.csv', low\_memory**=False**)

medical\_events\_df **=** pd**.**read\_csv('./data/medical\_events\_df.csv', low\_memory**=False**)

targets\_df**.**head()

targets\_df**.**info()

targets\_df['concept\_code']**.**nunique()

medical\_events\_df**.**info()

medical\_events\_df['concept\_code']**.**nunique()

# see the results should be exactly the same important step before proceeding notebook to run:
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AI-generated content may be incorrect.](data:image/png;base64,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)

**Create the database and load the tables**

The folder 'db' needs to be created for this step

In [48]:

*# establish the database*

**import** sqlite3

**%**sql sqlite:**///**db**/**mentalhealth**.**db

*# Establish a connection to SQLite database*

conn **=** sqlite3**.**connect('./db/mentalhealth.db')

*# Write the dataframes to SQLite*

targets\_df**.**to\_sql('targets', conn, if\_exists**=**'replace', index**=False**)

medical\_events\_df**.**to\_sql('medical\_events', conn, if\_exists**=**'replace', index**=False**)

**%%**sql

**--** Add **and** populate new\_code column **in** targets table **for** join **and** where clauses

ALTER TABLE targets

ADD COLUMN new\_code TEXT;

UPDATE targets

SET new\_code **=** standard\_vocabulary **||** standard\_concept\_code;

**--** Add **and** populate new\_code column **in** targets table **for** join **and** where clauses

ALTER TABLE medical\_events

ADD COLUMN new\_code TEXT;

UPDATE medical\_events

SET new\_code **=** standard\_vocabulary **||** standard\_concept\_code;

**#Test SQL Server**

In [52]:

**%%**sql

SELECT **\*** FROM targets LIMIT 5

**%%**sql

SELECT **\*** FROM medical\_events LIMIT 5

**%%**sql

PRAGMA table\_info(medical\_events);

**#Close the database connection**

In [56]:

conn**.**close()

**Create work input file**

This file contains a list of predictors (target variables) that should be processed. This will allow for work to be distributed and also allow for work to be stopped and resumed.

Download the main workfile for the Missing Values project from this

URL: <https://gmuedu-my.sharepoint.com/:x:/r/personal/klybarge_gmu_edu/Documents/Research/PCORI%20AD/Documentation%20Regression%20Models/Files%20for%20upload%20to%20notebook/data/missing_values_workfile.csv?d=wd21a8c71325b4ec68fef6e71d3eb2a82&csf=1&web=1&e=4kPCZq>

Offline, retain only rows for your assigned target variables (ex. dx codes only, or rx codes only)

This work file will need to be uploaded in a new folder called 'workfile' with the name 'missing\_values\_workfile.csv'

Workfile:

concept\_code - the concept code in the coefficient file (note: dxo and dxi were compressed to dx)

lr\_completed - status of likelihood ratio calculations: 0 - not completed, 1 - completed

lasso\_completed - status of lasso regression feature selection: 0 - not completed, 1 - completed

regression\_completed - status of logistic regression model creation: 0 - not completed, 1 - completed

csv\_generated - status of csv file generation: 0 - not completed, 1 - completed

**import** pandas **as** pd

workfile\_df **=** pd**.**read\_csv('./workfile/missing\_values\_workfile.csv')

**Initial feature selection using likelihood ratios**

**Generate remaining work from the workfile**

Filter workfile based on criteria that lr\_completed is equal to zero (0)

You can optionally set a work\_limit to limit the number of rows that you will work on. By default, the work limit is set to the number of rows remaining that meet the criteria. The work limit cannot be less than 1 and greater than the rows of remaining\_work\_df

**import** pandas **as** pd

**import** sqlite3

**from** contextlib **import** contextmanager

**from** tqdm **import** tqdm *# for the status bar (there are some impatient analysts out there)*

**import** re

**import** os

**from** datetime **import** datetime

**import** random

**import** string

remaining\_work\_df **=** workfile\_df[workfile\_df['lr\_completed'] **==** 0]

#set the worklimit to 4 to check the code (testing) before running the notebook to run

work\_limit **=** remaining\_work\_df**.**shape[0] *# default is number of rows of remaining work to do*

*# you can also override the work\_limit by uncommenting the code below and changing the number assigned to the work\_limit*

work\_limit **=** 2 *#place integer here*

*#work\_limit = max(1, min(work\_limit, remaining\_work\_df.shape[0]))*

remaining\_work\_df

**Function defintions**

For modularity and ease of understanding, the project chose to use functions for each individual SQL interaction. This way, should a particular query need to be updated, only the relevant function is updated and the rest of the logic remain intact.

In [105]:

@contextmanager

**def** get\_db\_connection(db\_file):

"""Context manager for database connections"""

conn **=** sqlite3**.**connect(db\_file)

**try**:

**yield** conn

**finally**:

conn**.**close()

In [106]:

**def** create\_filtered\_targets(conn, current\_target):

"""Create filtered targets from new\_targets"""

cursor **=** conn**.**cursor()

cursor**.**execute("""

CREATE TEMPORARY TABLE filtered\_targets AS

SELECT \*

FROM targets

WHERE concept\_code = ?;

""", (current\_target,))

conn**.**commit()

In [107]:

**def** create\_filtered\_medical\_events(conn):

"""Create filtered medical events table"""

cursor **=** conn**.**cursor()

cursor**.**execute("""

CREATE TEMPORARY TABLE filtered\_medical\_events AS

SELECT nme.\*

FROM medical\_events nme

WHERE nme.new\_code NOT IN (

SELECT DISTINCT new\_code

FROM filtered\_targets

);

""")

conn**.**commit()

In [108]:

**def** add\_target\_column\_to\_filtered\_events(conn):

"""Add target column to filtered\_medical\_events based on person\_id matches"""

cursor **=** conn**.**cursor()

*# First add the new column*

cursor**.**execute("""

ALTER TABLE filtered\_medical\_events

ADD COLUMN target INTEGER DEFAULT 0;

""")

*# Then update it where person\_id matches*

cursor**.**execute("""

UPDATE filtered\_medical\_events

SET target = 1

WHERE person\_id IN (

SELECT DISTINCT person\_id

FROM filtered\_targets

);

""")

conn**.**commit()

In [109]:

**def** create\_lr\_results\_table(conn):

"""Create likelihood ratio table"""

cursor **=** conn**.**cursor()

cursor**.**execute("""

CREATE TEMPORARY TABLE lr\_results AS

SELECT concept\_code,

new\_code,

SUM(CASE WHEN target = 1 THEN 1 ELSE 0 END) AS CodeTarget,

SUM(CASE WHEN target = 0 THEN 1 ELSE 0 END) AS CodeNoTarget,

(SELECT COUNT(DISTINCT person\_id) FROM filtered\_medical\_events WHERE target = 1) AS TotalTarget,

(SELECT COUNT(DISTINCT person\_id) FROM filtered\_medical\_events WHERE target = 0) AS TotalNoTarget,

COUNT(\*) AS TotalCode

FROM filtered\_medical\_events

GROUP BY standard\_concept\_code;

""")

conn**.**commit()

In [110]:

**def** add\_lr\_column\_to\_lr\_results(conn):

"""Add likelihood ratio column to lr\_results table"""

cursor **=** conn**.**cursor()

*# First add the new column*

cursor**.**execute("""

ALTER TABLE lr\_results

ADD COLUMN LR REAL;

""")

*# Then update it with the CASE statement*

cursor**.**execute("""

UPDATE lr\_results

SET LR = CASE

WHEN CodeTarget = 0 THEN 1.0 / (TotalCode + 1)

WHEN CodeNoTarget = 0 THEN TotalCode + 1

ELSE (CodeTarget \* 1.0 / TotalTarget) / (CodeNoTarget \* 1.0 / TotalNoTarget)

END;

""")

conn**.**commit()

In [111]:

**def** add\_lr\_ranking\_column\_to\_lr\_results(conn):

"""create a column that will be used to rank likelihood ratios in the lr\_results table"""

cursor **=** conn**.**cursor()

*# Add the new column*

cursor**.**execute("ALTER TABLE lr\_results ADD COLUMN lr\_ranking REAL")

*# Update the column based on the condition*

cursor**.**execute("""

UPDATE lr\_results

SET lr\_ranking = CASE

WHEN LR >= 1.0 THEN LR

ELSE 1.0 / LR

END

""")

conn**.**commit()

In [112]:

**def** create\_filtered\_lr\_results(conn, n\_features\_needed, min\_count):

"""Create temporary table of filtered\_lr\_results containing top n\_features by lr\_ranking"""

cursor **=** conn**.**cursor()

cursor**.**execute("""

CREATE TEMPORARY TABLE filtered\_lr\_results AS

SELECT \*

FROM lr\_results

WHERE TotalCode >= ?

ORDER BY lr\_ranking DESC

LIMIT ?;

""", (min\_count, n\_features\_needed))

conn**.**commit()

In [113]:

**def** create\_cohort\_table(conn):

"""Create temporary table for the cohort from filtered\_medical\_events retainining person\_id and target"""

cursor **=** conn**.**cursor()

cursor**.**execute("""

CREATE TEMPORARY TABLE cohort AS

SELECT person\_id, target

FROM filtered\_medical\_events

GROUP BY person\_id;

""")

conn**.**commit()

In [114]:

**def** create\_selected\_events\_table(conn):

"""Create temporary table selected\_events from filtered\_medical\_events and filtered\_lr\_results"""

cursor **=** conn**.**cursor()

cursor**.**execute("""

CREATE TEMPORARY TABLE selected\_events AS

SELECT DISTINCT me.person\_id,

me.concept\_code,

me.new\_code

FROM filtered\_medical\_events me

WHERE me.new\_code IN (

SELECT DISTINCT new\_code

FROM filtered\_lr\_results

);

""")

conn**.**commit()

In [115]:

**def** sanitize\_column\_name(name, max\_length**=**100):

"""

Make column names SQL-safe and ensure they fit SQLite length limits.

If the name exceeds max\_length, truncate it and append random characters for uniqueness.

Args:

name (str): Original column name

max\_length (int): Maximum allowed length for the column name

Returns:

str: Sanitized and length-compliant column name

"""

*# First sanitize the name by replacing invalid characters*

sanitized **=** re**.**sub(r'[^a-zA-Z0-9\_]', '\_', name)

*# If the name is already within length limits, return it*

**if** len(sanitized) **<=** max\_length:

**return** sanitized

*# Generate random suffix (using 6 characters)*

suffix\_length **=** 6

random\_suffix **=** ''**.**join(random**.**choices(string**.**ascii\_lowercase **+** string**.**digits, k**=**suffix\_length))

*# Truncate the original name to fit the max length minus the suffix length*

truncated\_length **=** max\_length **-** suffix\_length

truncated\_name **=** sanitized[:truncated\_length]

*# Combine truncated name with random suffix*

final\_name **=** f"{truncated\_name}{random\_suffix}"

**return** final\_name

In [116]:

**def** get\_unique\_concepts(cursor, table\_name):

cursor**.**execute(f"SELECT DISTINCT concept\_code FROM {table\_name}")

**return** [row[0] **for** row **in** cursor**.**fetchall()]

In [117]:

**def** create\_temp\_analysis\_table(conn):

"""Create temporary table temp\_analysis with left join and handle missing values"""

cursor **=** conn**.**cursor()

cursor**.**execute("""

CREATE TEMPORARY TABLE temp\_analysis AS

SELECT

c.person\_id,

c.target,

COALESCE(se.concept\_code, 'Other') as concept\_code

FROM cohort c

LEFT JOIN selected\_events se ON c.person\_id = se.person\_id;

""")

conn**.**commit()

In [118]:

**def** create\_analysis\_dummies\_table(conn):

"""Create temporary table analysis\_dummies to convert concept\_code to dummy variable columns"""

cursor **=** conn**.**cursor()

*# Get unique concept codes*

unique\_concepts **=** get\_unique\_concepts(cursor, 'temp\_analysis')

*# Create case statements for dummy variables*

case\_statements **=** []

**for** concept **in** unique\_concepts:

safe\_concept **=** f"{sanitize\_column\_name(concept)}"

case\_statements**.**append(f"""

CASE WHEN concept\_code = '{concept}' THEN 1 ELSE 0 END as {safe\_concept}

""")

*# Create temporary analysis\_dummies table*

create\_dummies\_query **=** f"""

CREATE TEMPORARY TABLE analysis\_dummies AS

SELECT

\*,

{','**.**join(case\_statements)}

FROM temp\_analysis

"""

cursor**.**execute(create\_dummies\_query)

*# Drop the concept\_code column*

cursor**.**execute(f"ALTER TABLE analysis\_dummies DROP COLUMN concept\_code")

*# Drop the Other column*

cursor**.**execute(f"ALTER TABLE analysis\_dummies DROP COLUMN Other")

conn**.**commit()

In [119]:

**def** create\_final\_analysis\_table(conn):

"""Create temporary table analysis\_final group by PERSON\_ID"""

cursor **=** conn**.**cursor()

*# Get all column names except PERSON\_ID for MAX aggregation*

cursor**.**execute("PRAGMA table\_info(analysis\_dummies)")

columns **=** [col[1] **for** col **in** cursor**.**fetchall() **if** (col[1] **!=** 'person\_id' **and** col[1] **!=** 'target')]

max\_statements **=** [f"MAX({col}) as {col}" **for** col **in** columns]

*# Create final grouped table*

group\_query **=** f"""

CREATE TEMPORARY TABLE final\_analysis AS

SELECT

MAX(target) AS target,

{', '**.**join(max\_statements)}

FROM analysis\_dummies

GROUP BY person\_id

"""

cursor**.**execute(group\_query)

conn**.**commit()

In [120]:

**def** create\_persistent\_analysis\_table(conn, current\_target):

"""Create persistent table from analysis"""

cursor **=** conn**.**cursor()

table\_name **=** f"{current\_target}\_analysis"

cursor**.**execute(f"DROP TABLE IF EXISTS {table\_name}")

cursor**.**execute(f"""

CREATE TABLE {table\_name} AS

SELECT \*

FROM final\_analysis;

""")

conn**.**commit()

In [121]:

**def** write\_alert(message):

"""Helper function to write timestamped alerts to log file"""

timestamp **=** datetime**.**now()**.**strftime('%Y-%m-%d %H:%M:%S')

log\_message **=** f"[{timestamp}] {message}\n"

**with** open('./output/logs.txt', 'a') **as** log\_file:

log\_file**.**write(log\_message)

In [123]:

**def** create\_persistent\_lr\_results(conn, current\_target):

"""Create persistent table from lr\_results temporary table"""

cursor **=** conn**.**cursor()

table\_name **=** f"{current\_target}\_lr\_results"

*# Drop the table if it already exists*

cursor**.**execute(f"DROP TABLE IF EXISTS {table\_name}")

*# Create the persistent table from lr\_results*

cursor**.**execute(f"""

CREATE TABLE {table\_name} AS

SELECT \*

FROM lr\_results;

""")

conn**.**commit()

In [124]:

**def** process\_likehood\_ratio(db\_file, current\_target, min\_count, n\_features\_needed):

"""Process the likelihood ratio for the current target in a single db connection"""

**with** get\_db\_connection(db\_file) **as** conn:

*# select only rows in new\_targets that match the current\_target*

*# save to temp table filtered\_targets*

create\_filtered\_targets(conn, current\_target)

*# Count rows if target exist*

cursor **=** conn**.**cursor()

cursor**.**execute("SELECT COUNT(\*) FROM filtered\_targets")

row\_count **=** cursor**.**fetchone()[0]

**if** row\_count **==** 0:

alert\_msg **=** f"ALERT!: No target data available for {current\_target}"

print(f"\n{alert\_msg}")

write\_alert(alert\_msg)

**return**

*# remove rows from new\_medical\_events that are the same as the current\_target*

*# save to temp table filtered\_medical\_events*

create\_filtered\_medical\_events(conn)

*# add a target column to filtered\_medical\_events if person\_id is in filtered\_targets*

add\_target\_column\_to\_filtered\_events(conn)

*# create temp table lr\_results to calculate likelihood ratios*

create\_lr\_results\_table(conn)

*# add column LR to lr\_results that contain calculated likelihood ratios*

add\_lr\_column\_to\_lr\_results(conn)

*# add column lr\_ranking to lr\_results to rank likelihood ratios*

add\_lr\_ranking\_column\_to\_lr\_results(conn)

*# save lr\_results in a persistent table for later analysis*

*# table name format {current\_target}\_lr\_results*

create\_persistent\_lr\_results(conn, current\_target)

*# create temp table filtered\_lr\_results that have the top n\_features\_needed values in lr\_ranking*

*# where TotalCode >= min\_count*

create\_filtered\_lr\_results(conn, n\_features\_needed, min\_count)

*# create temp table cohort that contains unique persons in filtered\_medical\_events*

*# retain only the person\_id and cohort columns*

create\_cohort\_table(conn)

*# create temp table selected\_events that only contain rows where the codes are part of filtered\_lr\_results*

create\_selected\_events\_table(conn)

*# create a temp table temp\_analysis that contains the cohort and any unique code from the selected\_events table*

*# missing values will be recoded to 'Other'*

create\_temp\_analysis\_table(conn)

*# create a temp table analysis\_dummies that converts the concept\_code column to dummy variable columns*

*# the concept\_code column and Other dummy variable are dropped at the end*

create\_analysis\_dummies\_table(conn)

*# create a temp table final\_analysis by grouping the columns by person\_id aggregated using MAX()*

*# the person\_id column is dropped at the end*

create\_final\_analysis\_table(conn)

*# save final\_analysis into a persistent table*

*# table name format {current\_target}\_analysis*

create\_persistent\_analysis\_table(conn, current\_target)

**Execute likehood ratio calculations and save in database**

Upon completion of these process, the following will be done:

.A persistent table containing all likelihood ratio for the target concept\_code will be created. Table name format will be target\_lr\_results (for example: dx\_ICD9\_311\_lr\_results)

.A persistent table containing basis for an analysis dataframe for regression will be created. Table name format will be target\_analysis (for example: dx\_ICD9\_311\_analysis)

.All other tables will be created as temporary tables.

.This ensures the following: .multiple users can access the same database .The size of the database is kept at minimum

*# Define parameters*

db\_file **=** './db/mentalhealth.db'

min\_count **=** 10

n\_features\_needed **=** 500

In [126]:

*# start the SQL server*

**%**sql sqlite:**///**db**/**mentalhealth**.**db

In [127]:

**with** tqdm(work\_limit, desc**=**'Processing Likelihood Ratios') **as** pbar:

i **=** 0

**for** \_, row **in** workfile\_df**.**iterrows():

*# skip if work is already done*

**if** row['lr\_completed'] **==** 1:

**continue**

current\_target **=** row['concept\_code']

process\_likehood\_ratio(db\_file, current\_target, min\_count, n\_features\_needed)

*# update the workfile*

workfile\_df**.**at[row**.**name, 'lr\_completed'] **=** 1

pbar**.**update(1)

i **+=** 1

**if** i **==** work\_limit:

**break**

In [132]:

workfile\_df**.**head(50)

workfile\_df**.**to\_csv('./workfile/missing\_values\_workfile.csv', index**=False**)

#run till last for initial analysis to check for any errors by limiting the work limit to 2 or 3 , after that comment the work limit line seen in the image so that we can run the entire workfile with no limits so we can get likelihood ratios for all the targets
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